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PREFACE

The purpose of this book is to support the ISTQB Foundation Syllabus 2018, which
is the basis for the International Foundation Certificate in Software Testing. The
authors have been involved in helping to establish this qualification, donating their
time and energy to the Syllabus, terminology Glossary and the International Soft-
ware Testing Qualifications Board (ISTQB).

The authors of this book are all passionate about software testing. All have been
involved in this area for most or all of their working lives, and have contributed to
the field through practical work, training courses and books. They have written this
book to help to promote the discipline of software testing.

The initial idea for this collaboration came from Erik van Veenendaal, author of
The Testing Practitioner, a book to support the ISEB Software Testing Practitioner
Certificate. The other authors agreed to work together as equals on this book. Please
note that the order of the authors’ names does not indicate any seniority of authorship,
but simply which author was the last to update the book as the Foundation Syllabus
evolved.

We intend that this book will increase your chances of passing the Foundation
Certificate exam. If you are taking a course (or class) to prepare for the exam, this
book will give you detailed and additional background about the topics you have
covered. If you are studying for the exam on your own, this book will help you be
more prepared. This book will give you information about the topics covered in the
Syllabus, as well as worked exercises and practice exam questions (including a full
40-question mock exam paper in Chapter 7).

This book is a useful reference work about software testing in general, even if you
are not interested in the exam. The Foundation Certificate represents a distilling of
the essential aspects of software testing at the time of writing (2019), and this book
will give you a good grounding in software testing.

ISTQB AND CERTIFICATION

ISTQB stands for International Software Testing Qualifications Board and is an
organization consisting of software testing professionals from each of the countries
who are members of the ISTQB. Each representative is a member of a Software
Testing Board in their own country. The purpose of the ISTQB is to provide
internationally accepted and consistent qualifications in software testing. ISTQB
sets the Syllabus and gives guidelines for each member country to implement the
qualification in their own country. The Foundation Certificate is the first interna-
tionally accepted qualification in software testing and its Syllabus forms the basis
of this book.
From the first qualification in 1998 until the end of 2018, around 700,000 people
have taken the Foundation Certificate exam administered by a National Board of the
ISTQB, or by an Exam Board contracted to a National Board. This represents 86%
of all ISTQB certifications. All ISTQB National Boards and Exam Boards recognize
each other’s Foundation Certificates as valid.
vii
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viii Preface

The ISTQB qualification is independent of any individual training provider. Any
training organization can offer a course based on this publicly available Syllabus.
However, the National Boards associated with ISTQB give special approval to organi-
zations that meet their requirements for the quality of the training. Such organizations
are accredited and are allowed to have an invigilator or proctor from an authorized
National Board or Exam Board to give the exam as part of the accredited course.
The exam is also available independently from accrediting organizations or National
Boards.

Why is certification of testers important? The objectives of the qualification are
listed in the Syllabus. They include:

@ Recognition for testing as an essential and professional software engineering
specialization.

e Enabling professionally qualified testers to be recognized by employers, cus-
tomers and peers.

e Raising the profile of testers.

@ Promoting consistent and good testing practices within all software engineering
disciplines internationally, for reasons of opportunity, communication and shar-
ing of knowledge and resources internationally.

FINDING YOUR WAY AROUND THIS BOOK

This book is divided into seven chapters. The first six chapters of the book each
cover one chapter of the Syllabus, and each has some practice exam questions.

Chapter 1 is the start of understanding. We’ll look at some fundamental questions:
what is testing and why is it necessary? We’ll examine why testing is not just run-
ning tests. We’ll also look at why testing can damage relationships and how bridges
between colleagues can be rebuilt.

In Chapter 2, we’ll concentrate on testing in relation to the common software
development models, including iterative and waterfall models. We’ll see that different
types of testing are used at different stages in the software development life cycle.

In Chapter 3, we’ll concentrate on test techniques that can be used early in the
software development life cycle. These include reviews and static analysis: tests done
before compiling the code.

Chapter 4 covers test techniques. We’ll show you techniques including equivalence
partitioning, boundary value analysis, decision tables, state transition testing, use
case testing, statement and decision coverage and experience-based techniques. This
chapter is about how to become a better tester in terms of designing tests. There are
exercises for the most significant techniques included in this chapter.

Chapter 5 is about the management and control of testing, including estimation,
risk assessment, defect management and reporting. Writing a good defect report is a
key skill for a good tester, so we have an exercise for that too.

In Chapter 6, we’ll show you how tools support all the activities in the test process,
and how to select and implement tools for the greatest benefit.

Chapter 7 contains general advice about taking the exam and has the full 40-question
mock paper. This is a key learning aid to help you pass the real exam.
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Preface  ix

The appendices of the book include a full list of references and a copy of the
ISTQB testing terminology Glossary, as well as the answers to all the practice exam
questions.

TO HELP YOU USE THE BOOK

1 Get a copy of the Syllabus: You should download the Syllabus from the ISTQB
website so that you have the current version, and so that you can check off the
Syllabus objectives as you learn. This is available at https:/www.istqb.org/
downloads/syllabi/foundation-level-syllabus.html

2 Understand what is meant by learning objectives and knowledge levels: In the
Syllabus, you will see learning objectives and knowledge (or cognitive) levels at
the start of each section of each chapter. These indicate what you need to know
and the depth of knowledge required for the exam. We have used the timings in
the Syllabus and knowledge levels to guide the space allocated in the book, both
for the text and for the exercises. You will see the learning objectives and knowl-
edge levels at the start of each section within each chapter. The knowledge levels
expected by the Syllabus are:

e KI1: remember, recognize, recall: you will recognize, remember and recall
a term or concept. For example, you could recognize one definition of failure
as ‘Non-delivery of service to an end user or any other stakeholder’.

e K2: understand, explain, give reasons, compare, classify, summarize:
you can select the reasons or explanations for statements related to the topic,
and can summarize, compare, classify and give examples for the testing
concept. For example, you could explain that one reason why tests should be
designed as early as possible is to find defects when they are cheaper to remove.

e K3: apply: you can select the correct application of a concept or technique
and apply it to a given context. For example, you could identify boundary
values for valid and invalid partitions, and you could select test cases from a
given state transition diagram in order to cover all transitions.

Remember, as you go through the book, if a topic has a learning objective marked
K1 you just need to recognize it. If it has a learning objective of K3 you will be
expected to apply your knowledge in the exam, for example.

3 Use the Glossary of terms: Each chapter of the Syllabus has a number of terms

listed in it. You are expected to remember these terms at least at K1 level, even if

they are not explicitly mentioned in the learning objectives. You will see a number

of definitions throughout this book, as in the sidebar. Definition A
All definitions of software testing terms (called keywords in the chapters)  description of the

are taken from the ISTQOB Glossary (version 3.2), which is available online at meaning of a word.

www.glossary.istgb.org. A copy of this Glossary is also at the back of the book.

All the terms that are specifically mentioned in the Syllabus, that is, the ones you

need to learn for the exam, are mentioned in each section of this book.
You will notice that some terms in the Glossary at the back of this book are

underlined. These are terms that are mentioned specifically as keywords in the

Syllabus. These are the terms that you need to be familiar with for the exam.
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X Preface

4 Use the references sensibly: We have referenced all the books used by the Syl-
labus authors when they constructed the Syllabus. You will see these underlined
in the list at the end of the book. We also added references to some other books,
papers and websites that we thought useful or which we referred to when writing.
You do not need to read all referenced books for the exam! However, you may
find some of them useful for further reading to increase your knowledge after the
exam, and to help you apply some of the ideas you will come across in this book.

5 Do the practice exams: When you get to the end of a chapter (for Chapters 1 to
6), answer the exam questions, and then turn to ‘Answers to the Sample Exam
Questions’ to check if your answers were correct. After you have completed all of
the six chapters, then take the full mock exam in Chapter 7. If you would like the
most realistic exam conditions, then allow yourself just an hour to take the exam
in Chapter 7. Also take the free sample exams from the ISTQB web site. You can
download both the exam and the answers including justifications for the correct
(and wrong) answers.
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CHAPTER ONE
Fundamentals of testing

I n this chapter, we will introduce you to the fundamentals of testing: what software
testing is and why testing is needed, including its limitations, objectives and
purpose; the principles behind testing; the process that testers follow, including
activities, tasks and work products; and some of the psychological factors that testers
must consider in their work. By reading this chapter you will gain an understanding
of the fundamentals of testing and be able to describe those fundamentals.

Note that the learning objectives start with ‘FL’ rather than ‘LO’ to show that they
are learning objectives for the Foundation Level qualification.

1.1 WHAT IS TESTING?

SYLLABUS LEARNING OBJECTIVES FOR 1.1 WHAT IS

TESTING? (K2)

FL-1.1.1 Identify typical objectives of testing (K1)

FL-1.1.2 Differentiate testing from debugging (K2)

In this section, we will kick off the book by looking at what testing is, some miscon-
ceptions about testing, the typical objectives of testing and the difference between
testing and debugging.

Within each section of this book, there are terms that are important — they are used
in the section (and may be used elsewhere as well). They are listed in the Syllabus as
keywords, which means that you need to know the definition of the term and it could
appear in an exam question. We will give the definition of the relevant keyword terms
in the margin of the text, and they can also be found in the Glossary (including the
ISTQB online Glossary). We also show the keyword in bold within the section or
subsection where it is defined and discussed.

In this section, the relevant keyword terms are debugging, test object, test
objective, testing, validation and verification.

Software is everywhere

The last 100 years have seen an amazing human triumph of technology. Diseases
that once killed and paralyzed are routinely treated or prevented — or even eradicated
entirely, as with smallpox. Some children who stood amazed as they watched the
first gasoline-powered automobile in their town are alive today, having seen people
walk on the moon, an event that happened before a large percentage of today’s work-
force was even born.

1
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2  Chapter 1 Fundamentals of testing

Perhaps the most dramatic advances in technology have occurred in the arena
of information technology. Software systems, in the sense that we know them, are
a recent innovation, less than 70 years old, but have already transformed daily life
around the world. Thomas Watson, the one-time head of IBM, famously predicted
that only about five computers would be needed in the whole world. This vastly
inaccurate prediction was based on the idea that information technology was useful
only for business and government applications, such as banking, insurance and con-
ducting a census. (The Hollerith punch-cards used by computers at the time Watson
made his prediction were developed for the United States census.) Now, everyone
who drives a car is using a machine not only designed with the help of computers,
but which also contains more computing power than the computers used by NASA
to get Apollo missions to and from the Moon. Mobile phones are now essentially
handheld computers that get smarter with every new model. The Internet of Things
(IoT) now gives us the ability to see who is at our door or turn on the lights when we
are nowhere near our home.

However, in the software world, the technological triumph has not been perfect.
Almost every living person has been touched by information technology, and most
of us have dealt with the frustration and wasted time that occurs when software fails
and exhibits unexpected behaviours. Some unfortunate individuals and companies
have experienced financial loss or damage to their personal or business reputations as
a result of defective software. A highly unlucky few have even been injured or killed
by software failures, including by self-driving cars.

One way to help overcome such problems is software testing, when it is done well.
Testing covers activities throughout the life cycle and can have a number of different
objectives, as we will see in Section 1.1.1.

Testing is more than running tests

Testing The process An ongoing misperception, although less common these days, about testing is that
consisting of all life it only involves running tests. Specifically, some people think that testing involves
cycle activities, both nothing beyond carrying out some sequence of actions on the system under test, sub-
static and dynamic, mitting various inputs along the way and evaluating the observed results. Certainly,

concerned with
planning, preparation
and evaluation of
software products and
related work products

these activities are one element of testing — specifically, these activities make up the
bulk of the test execution activities — but there are many other activities involved in
the test process.

We will discuss the test process in more detail later in this chapter (in Section 1.4),

to determine that but testing also includes (in addition to test execution): test planning, analyzing,
they satisfy specified designing and implementing tests, reporting test progress and results, and reporting
requirements, to defects. As you can see, there is a lot more to it than just running tests.

demonstrate that they Notice that there are major test activities both before and after test execution.
are fit for purpose and In addition, in the ISTQB definition of software testing, you will see that testing
to detect defects. includes both static and dynamic testing. Static testing is any evaluation of the soft-

ware or related work products (such as requirements specifications or user stories)
that occurs without executing the software itself. Dynamic testing is an evaluation
of that software or related work products that does involve executing the software.
As such, the ISTQB definition of testing not only includes a number of pre-execution
and post-execution activities that non-testers often do not consider ‘testing’, but also
includes software quality activities (for example, requirements reviews and static
analysis of code) that non-testers (and even sometimes testers) often do not consider
‘testing’ either.
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Section 1 What is Testing?

The reason for this broad definition is that both dynamic testing (at whatever level)
and static testing (of whatever type) often enable the achievement of similar project
objectives. Dynamic testing and static testing also generate information that can help
achieve an important process objective — that of understanding and improving the
software development and testing processes. Dynamic testing and static testing are
complementary activities, each able to generate information that the other cannot.

Testing is more than verification

Another common misconception about testing is that it is only about checking
correctness; that is, that the system corresponds to its requirements, user stories
or other specifications. Checking against a specification (called verification) is
certainly part of testing, where we are asking the question, ‘Have we built the system
correctly?” Note the emphasis in the definition on ‘specified requirements’.

But just conforming to a specification is not sufficient testing, as we will see in
Section 1.3.7 (Absence-of-errors is a fallacy). We also need to test to see if the deliv-
ered software and system will meet user and stakeholder needs and expectations in
its operational environment. Often it is the tester who becomes the advocate for the
end-user in this kind of testing, which is called validation. Here we are asking the
question, ‘Have we built the right system?’ Note the emphasis in the definition on
‘intended use’.

In every development life cycle, a part of testing is focused on verification testing
and a part is focused on validation testing. Verification is concerned with evaluating
a work product, component or system to determine whether it meets the requirements
set. In fact, verification focuses on the question, ‘Is the deliverable built according
to the specification?” Validation is concerned with evaluating a work product, com-
ponent or system to determine whether it meets the user needs and requirements.
Validation focuses on the question, ‘Is the deliverable fit for purpose; for example,
does it provide a solution to the problem?’

1.1.1 Typical objectives of testing
The following are some test objectives given in the Foundation Syllabus:

e To evaluate work products such as requirements, user stories, design and code
by using static testing techniques, such as reviews.

e To verify whether all specified requirements have been fulfilled, for example, in
the resulting system.

e To validate whether the test object is complete and works as the users and other
stakeholders expect — for example, together with user or stakeholder groups.

e To build confidence in the level of quality of the test object, such as when those
tests considered highest risk pass, and when the failures that are observed in the
other tests are considered acceptable.

e To prevent defects, such as when early test activities (for example, requirements
reviews or early test design) identify defects in requirements specifications that
are removed before they cause defects in the design specifications and subse-
quently the code itself. Both reviews and test design serve as a verification and
validation of these test basis documents that will reveal problems that otherwise
would not surface until test execution, potentially much later in the project.

Verification
Confirmation by
examination and
through provision of
objective evidence that
specified requirements
have been fulfilled.

Validation
Confirmation by
examination and
through provision of
objective evidence that
the requirements for a
specific intended use or
application have been
fulfilled.

Test objective A
reason or purpose
for designing and
executing a test.

3
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4  Chapter 1 Fundamentals of testing

e To find failures and defects; this is typically a prime focus for software testing.

e To provide sufficient information to stakeholders to allow them to make
Test object The informed decisions, especially regarding the level of quality of the test object —

component or system for example, by the satisfaction of entry or exit criteria.

Wibeteied @ To reduce the level of risk of inadequate software quality (e.g. previously

undetected failures occurring in operation).

e To comply with contractual, legal or regulatory requirements or standards,
and/or to verify the test object’s compliance with such requirements or
standards.

These objectives are not universal. Different test viewpoints, test levels and test
stakeholders can have different objectives. While many levels of testing, such as
component, integration and system testing, focus on discovering as many failures as
possible in order to find and remove defects, in acceptance testing the main objec-
tive is confirmation of correct system operation (at least under normal conditions),
together with building confidence that the system meets its requirements. The context
of the test object and the software development life cycle will also affect what test
objectives are appropriate. Let’s look at some examples to illustrate this.

When evaluating a software package that might be purchased or integrated into a
larger software system, the main objective of testing might be the assessment of the
quality of the software. Defects found may not be fixed, but rather might support a
conclusion that the software be rejected.

During component testing, one objective at this level may be to achieve a given
level of code coverage by the component tests — that is, to assess how much of the
code has actually been exercised by a set of tests and to add additional tests to exercise
parts of the code that have not yet been covered/tested. Another objective may be
to find as many failures as possible so that the underlying defects are identified and
fixed as early as possible.

During user acceptance testing, one objective may be to confirm that the sys-
tem works as expected (validation) and satisfies requirements (verification). Another
objective of testing here is to focus on providing stakeholders with an evaluation of
the risk of releasing the system at a given time. Evaluating risk can be part of a mix
of objectives, or it can be an objective of a separate level of testing, as when testing
a safety-critical system, for example.

During maintenance testing, our objectives often include checking whether devel-
opers have introduced any regressions (new defects not present in the previous ver-
sion) while making changes. Some forms of testing, such as operational testing,
focus on assessing quality characteristics such as reliability, security, performance
or availability.

1.1.2 Testing and debugging

Let’s end this section by saying what testing is not, but is often thought to be. Testing
Debugging The is not debugging. While dynamic testing often locates failures which are caused by
process of finding, defects, and static testing often locates defects themselves, testing does not fix defects.
analyzing and removing Itis during debugging, a development activity, that a member of the project team finds,
the causes of failures in - 4palyzes and removes the defect, the underlying cause of the failure. After debugging,
software. there is a further testing activity associated with the defect, which is called confirma-
tion testing. This activity ensures that the fix does indeed resolve the failure.
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Section 2 Why is Testing Necessary? 5

In terms of roles, dynamic testing is a testing role, debugging is a development role
and confirmation testing is again a testing role. However, in Agile teams, this distinc-
tion may be blurred, as testers may be involved in debugging and component testing.

Further information about software testing concepts can be found in the ISO
standard ISO/IEC/IEEE 29119-1 [2013].

1.2 WHY IS TESTING NECESSARY?

SYLLABUS LEARNING OBJECTIVES FOR 1.2 WHY IS TESTING
NECESSARY? (K2)

FL-1.2.1 Give examples of why testing is necessary (K2)

FL-1.2.2 Describe the relationship between testing and quality
assurance and give examples of how testing contributes to
higher quality (K2)

FL-1.2.3 Distinguish between error, defect and failure (K2)

FL-1.24 Distinguish between the root cause of a defect and its effects (K2)

In this section, we discuss how testing contributes to success and the relationship
between testing and quality assurance. We will describe the difference between
errors, defects and failures and illustrate how software defects or bugs can cause
problems for people, the environment or a company. We will draw important distinc-
tions between defects, their root causes and their effects.

As we go through this section, watch for the Syllabus terms defect, error, failure,
quality, quality assurance and root cause.

Testing can help to reduce the risk of failures occurring during operation, provided
it is carried out in a rigorous way, including reviews of documents and other work
products. Testing both verifies that a system is correctly built and validates that it
will meet users’ and stakeholders’ needs, even though no testing is ever exhaustive
(see Principle 2 in Section 1.3, Exhaustive testing is impossible). In some situations,
testing may not only be helpful, but may be necessary to meet contractual or legal
requirements or to conform to industry-specific standards, such as automotive or
safety-critical systems.

1.2.1 Testing’s contributions to success

As we mentioned in Section 1.1, all of us have experienced software problems; for
example, an app fails in the middle of doing something, a website freezes while
taking your payment (did it go through or not?) or inconsistent prices for exactly
the same flights on travel sites. Failures like these are annoying, but failures in
safety-critical software can be life-threatening, such as in medical devices or
self-driving cars.

The use of appropriate test techniques, applied with the right level of test expertise
at the appropriate test levels and points in the software development life cycle, can
be of significant help in identifying problems so that they can be fixed before the
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6 Chapter 1 Fundamentals of testing

software or system is released into use. Here are some examples where testing could
contribute to more successful systems:

e Having testers involved in requirements reviews or user story refinement could
detect defects in these work products before any design or coding is done for the
functionality described. Identifying and removing defects at this stage reduces
the risk of the wrong software (incorrect or untestable) being developed.

e Having testers work closely with system designers while the system is being
designed can increase each party’s understanding of the design and how to test
it. Since misunderstandings are often the cause for defects in software, having a
better understanding at this stage can reduce the risk of design defects. A bonus
is that tests can be identified from the design — thinking about how to test the
system at this stage often results in better design.

e Having testers work closely with developers while the code is under develop-
ment can increase each party’s understanding of the code and how to test it. As
with design, this increased understanding, and the knowledge of how the code
will be tested, can reduce the risk of defects in the code (and in the tests).

e Having testers verify and validate the software prior to release can detect
failures that might otherwise have been missed — this is traditionally where
the focus of testing has been. As we see with the previous examples, if we
leave it until release, we will not be nearly as efficient as we would have
been if we had caught these defects earlier. However, it is still necessary
to test just before release, and testers can also help to support debugging
activities, for example, by running confirmation and regression tests.
Thus, testing can help the software meet stakeholder needs and satisfy
requirements.

In addition to these examples, achieving the defined test objectives (see
Section 1.1.1) also contributes to the overall success of software development and
maintenance.

1.2.2 Quality assurance and testing

Is quality assurance (QA) the same as testing? Many people refer to ‘doing QA
when they are actually doing testing, and some job titles refer to QA when they
really mean testing. The two are not the same. Quality assurance is actually one
part of a larger concept, quality management, which refers to all activities that direct

Quality CERILIEIES and control an organization with regard to quality in all aspects. Quality affects
Part of quality not only software development but also human resources (HR) procedures, delivery
management

processes and even the way people answer the company’s telephones.
Quality management consists of a number of activities, including quality
assurance and quality control (as well as setting quality objectives, quality plan-

focused on providing
confidence that quality
requirements will

be fulfilled. ning and quality improvement). Quality assurance is associated with ensuring that a
company’s standard ways of performing various tasks are carried out correctly. Such
Quality The degree to procedures may be written in a quality handbook that everyone is supposed to follow.

which a component,
system or process meets
specified requirements
and/or user/customer
needs and expectations.

The idea is that if processes are carried out correctly, then the products produced
will be of higher quality. Root cause analysis and retrospectives are used to help to
improve processes for more effective quality assurance. If they are following a rec-
ognized quality management standard, companies may be audited to ensure that they
do actually follow their prescribed processes (say what you do, and do what you say).
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Section 2 Why is Testing Necessary?

Quality control is concerned with the quality of products rather than processes, to
ensure that they have achieved the desired level of quality. Testing is looking at work
products, including software, so it is actually a quality control activity rather than a qual-
ity assurance activity, despite common usage. However, testing also has processes that
should be followed correctly, so quality assurance does support good testing in this way.
Sections 1.1.1 and 1.2.1 describe how testing contributes to the achievement of quality.

So, we see that testing plays an essential supporting role in delivering quality soft-
ware. However, testing by itself is not sufficient. Testing should be integrated into a
complete, team-wide and development process-wide set of activities for quality assur-
ance. Proper application of standards, training of staff, the use of retrospectives to
learn lessons from defects and other important elements of previous projects, rigorous
and appropriate software testing: all of these activities and more should be deployed
by organizations to ensure acceptable levels of quality and quality risk upon release.

1.2.3 Errors, defects and failures

Why does software fail? Part of the problem is that, ironically, while computeriza-
tion has allowed dramatic automation of many professions, software engineering
remains a human-intensive activity. And humans are fallible beings. So, software is
fallible because humans are fallible.

The precise chain of events goes something like this. A developer makes an error
(or mistake), such as forgetting about the possibility of inputting an excessively long
string into a field on a screen. The developer thus puts a defect (or fault or bug) into
the program, such as omitting a check on input strings for length prior to process-
ing them. When the program is executed, if the right conditions exist (or the wrong
conditions, depending on how you look at it), the defect may result in unexpected
behaviour; that is, the system exhibits a failure, such as accepting an over-long input
that it should reject, with subsequent corruption of other data.

Other sequences of events can result in eventual failures, too. A business analyst
can introduce a defect into a requirement, which can escape into the design of the
system and further escape into the code. For example, a business analyst might say
that an e-commerce system should support 100 simultaneous users, but actually peak
load should be 1,000 users. If that defect is not detected in a requirements review (see
Chapter 3), it could escape from the requirements phase into the design and implementa-
tion of the system. Once the load exceeds 100 users, resource utilization may eventually
spike to dangerous levels, leading to reduced response time and reliability problems.

A technical writer can introduce a defect into the online help screens. For example,
suppose that an accounting system is supposed to multiply two numbers together, but
the help screens say that the two numbers should be added. In some cases, the system
will appear to work properly, such as when the two numbers are both 0 or both 2.
However, most frequently the program will exhibit unexpected results (at least based
on the help screens).

So, human beings are fallible and thus, when they work, they sometimes introduce
defects. It is important to point out that the introduction of defects is not a purely
random accident, though some defects may be introduced randomly, such as when
a phone rings and distracts a systems engineer in the middle of a complex series of
design decisions. The rate at which people make errors increases when they are under
time pressure, when they are working with complex systems, interfaces or code, and
when they are dealing with changing technologies or highly interconnected systems.

Error (mistake) A
human action that

produces an incorrect

result.

Defect (bug, fault) An

imperfection or
deficiency in a work
product where it
does not meet its
requirements or
specifications.

Failure An event in
which a component
or system does not
perform a required
function within
specified limits.

7
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8 Chapter 1 Fundamentals of testing

While we commonly think of failures being the result of ‘bugs in the code’, a
significant number of defects are introduced in work products such as requirements
specifications and design specifications. Capers Jones reports that about 20% of
defects are introduced in requirements, and about 25% in design. The remaining 55%
are introduced during implementation or repair of the code, metadata or documen-
tation [Jones 2008]. Other experts and researchers have reached similar conclusions,
with one organization finding that as many as 75% of defects originate in require-
ments and design. Figure 1.1 shows four typical scenarios, the upper stream being
correct requirements, design and implementation, the lower three streams showing
defect introduction at some phase in the software life cycle.

Ideally, defects are removed in the same phase of the life cycle in which they are
introduced. (Well, ideally defects are not introduced at all, but this is not possible
because, as discussed before, people are fallible.) The extent to which defects are
removed in the phase of introduction is called phase containment. Phase containment
is important because the cost of finding and removing a defect increases each time
that defect escapes to a later life cycle phase. Multiplicative increases in cost, of the
sort seen in Figure 1.2, are not unusual. The specific increases vary considerably,
with Boehm reporting cost increases of 1:5 (from requirements to after release) for
simple systems, to as high as 1:100 for complex systems [Boehm 1986]. If you are
curious about the economics of software testing and other quality-related activities,
you can see Gilb [1993], Black [2004] or Black [2009].

Defects may result in failures, or they may not, depending on inputs and other con-
ditions. In some cases, a defect can exist that will never cause a failure in actual use,
because the conditions that could cause the failure can never arise. In other cases, a defect
can exist that will not cause a failure during testing, but which always results in failures
in production. This can happen with security, reliability and performance defects, espe-
cially if the test environments do not closely replicate the production environment(s).

Business Work Require-  System Work Program- Work
Analyst  Product Is ment Architect  Productls  Design mer Productls  Code
Business Work Require-  System Work Program- Work
Analyst  ProductIs ment Architect  Productls  Design mer Productls  Code
Business Work Require-  System Work Program- Work
Analyst  Product Is ment Architect  Productls  Design mer Productls  Code
Business Work Require-  System Work Program- Work
Analyst  Product Is ment Architect  Productls  Design mer Productls  Code

Ped @ o= o o

FIGURE 1.1 Four typical scenarios
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FIGURE 1.2 Multiplicative increases in cost

It can also happen that expected and actual results do not match for reasons other
than a defect. In some cases, environmental conditions can lead to unexpected results
that do not relate to a software defect. Radiation, magnetism, electronic fields and
pollution can damage hardware or firmware, or simply change the conditions of the
hardware or firmware temporarily in a way that causes the software to fail.

1.2.4 Defects, root causes and effects

Testing also provides a learning opportunity that allows for improved quality
if lessons are learned from each project. If root cause analysis is carried out for
the defects found on each project, the team can improve its software development
processes to avoid the introduction of similar defects in future systems. Through
this simple process of learning from past mistakes, organizations can continuously
improve the quality of their processes and their software. A root cause is generally = Root cause A source
an organizational issue, whereas a cause for a defect is an individual action. So, for ~ of a defect such that
example, if a developer puts a ‘less than’ instead of ‘greater than’ symbol, this error i itis removed, the
may have been made through carelessness, but the carelessness may have been made ~ 0ccurrence of the
worse because of intense time pressure to complete the module quickly. With more defect type is decreased
time for checking his or her work, or with better review processes, the defect would St
not have got through to the final product. It is human nature to blame individuals
when in fact organizational pressure makes errors almost inevitable.
The Syllabus gives a good example of the difference between defects, root causes
and effects: suppose that incorrect interest payments result in customer complaints.
There is just a single line of code that is incorrect. The code was written for a user
story that was ambiguous, so the developer interpreted it in a way that they thought
was sensible (but it was wrong). How did the user story come to be ambiguous? In
this example, the product owner misunderstood how interest was to be calculated,
so was unable to clearly specify what the interest calculation should have been. This
misunderstanding could lead to a lot of similar defects, due to ambiguities in other
user stories as well.
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10 Chapter 1 Fundamentals of testing

The failure here is the incorrect interest calculations for customers. The defect
is the wrong calculation in the code. The root cause was the product owner’s lack
of knowledge about how interest should be calculated, and the effect was customer
complaints.

The root cause can be addressed by providing additional training in interest rate
calculations to the product owner, and possibly additional reviews of user stories by
interest calculation experts. If this is done, then incorrect interest calculations due to
ambiguous user stories should be a thing of the past.

Root cause analysis is covered in more detail in two other ISTQB qualifications:
Expert Level Test Management, and Expert Level Improving the Test Process.

1.3 SEVEN TESTING PRINCIPLES

SYLLABUS LEARNING OBJECTIVES FOR 1.3 SEVEN TESTING

PRINCIPLES (K2)

FL-1.3.1 Explain the seven testing principles (K2)

In this section, we will review seven fundamental principles of testing that have been
observed over the last 40+ years. These principles, while not always understood or
noticed, are in action on most if not all projects. Knowing how to spot these princi-
ples, and how to take advantage of them, will make you a better tester.

In addition to the descriptions of each principle below, you can refer to Table 1.1
for a quick reference of the principles and their text as written in the Syllabus.

Principle 1. Testing shows the presence of defects, not their absence
As mentioned in the previous section, a typical objective of many testing efforts is to
find defects. Many testing organizations that the authors have worked with are quite
effective at doing so. One of our exceptional clients consistently finds, on average,
99.5% of the defects in the software it tests. In addition, the defects left undiscovered
are less important and unlikely to happen frequently in production. Sometimes, it
turns out that this test team has indeed found 100% of the defects that would matter
to customers, as no previously unreported defects are reported after release. Unfor-
tunately, this level of effectiveness is not common.

However, no test team, test technique or test strategy can guarantee to achieve
100% defect-detection percentage (DDP) — or even 95%, which is considered
excellent. Thus, it is important to understand that, while testing can show that defects
are present, it cannot prove that there are no defects left undiscovered. Of course,
as testing continues, we reduce the likelihood of defects that remain undiscovered,
but eventually a form of Zeno’s paradox takes hold: each additional test run may cut
the risk of a remaining defect in half, but only an infinite number of tests can cut
the risk down to zero.

That said, testers should not despair or let the perfect be the enemy of the good.
While testing can never prove that the software works, it can reduce the remaining
level of risk to product quality to an acceptable level, as mentioned before. In any
endeavour worth doing, there is some risk. Software projects — and software testing —
are endeavours worth doing.
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TABLE 1.1 Testing principles
Principle 1: Testing shows
the presence of
defects, not their
absence
Principle 2: Exhaustive testing
is impossible
Principle 3: Early testing saves
time and money
Principle 4: Defects cluster
together
Principle 5: Beware of the
pesticide paradox
Principle 6: Testing is context
dependent
Principle 7: Absence-of-errors

is a fallacy

Section 3 Seven Testing Principles 11

Testing can show that defects are present, but cannot prove
that there are no defects. Testing reduces the probability of
undiscovered defects remaining in the software but, even if no
defects are found, testing is not a proof of correctness.

Testing everything (all combinations of inputs and preconditions) is
not feasible except for trivial cases. Rather than attempting to test
exhaustively, risk analysis, test techniques and priorities should be
used to focus test efforts.

To find defects early, both static and dynamic test activities should be
started as early as possible in the software development life cycle.
Early testing is sometimes referred to as ‘shift left’. Testing early
in the software development life cycle helps reduce or eliminate
costly changes (see Chapter 3, Section 3.1).

A small number of modules usually contains most of the defects
discovered during pre-release testing, or they are responsible for
most of the operational failures. Predicted defect clusters, and
the actual observed defect clusters in test or operation, are an
important input into a risk analysis used to focus the test effort
(as mentioned in Principle 2).

If the same tests are repeated over and over again, eventually these
tests no longer find any new defects. To detect new defects,
existing tests and test data are changed and new tests need to be
written. (Tests are no longer effective at finding defects, just as
pesticides are no longer effective at killing insects after a while.)
In some cases, such as automated regression testing, the pesticide
paradox has a beneficial outcome, which is the relatively low
number of regression defects.

Testing is done differently in different contexts. For example,
safety-critical software is tested differently from an e-commerce
mobile app. As another example, testing in an Agile project is
done differently to testing in a sequential life cycle project (see
Chapter 2, Section 2.1).

Some organizations expect that testers can run all possible tests and
find all possible defects, but Principles 2 and 1, respectively, tell us
that this is impossible. Further, it is a fallacy to expect that just finding
and fixing a large number of defects will ensure the success of a
system. For example, thoroughly testing all specified requirements
and fixing all defects found could still produce a system that is
difficult to use, that does not fulfil the users’ needs and expectations
or that is inferior compared to other competing systems.
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12 Chapter 1 Fundamentals of testing

Principle 2. Exhaustive testing is impossible

This principle is closely related to the previous principle. For any real-sized system
(anything beyond the trivial software constructed in first-year software engineering
courses), the number of possible test cases is either infinite or so close to infinite as
to be practically innumerable.

Infinity is a tough concept for the human brain to comprehend or accept, so let’s
use an example. One of our clients mentioned that they had calculated the number
of possible internal data value combinations in the Unix operating system as greater
than the number of known molecules in the universe by four orders of magnitude.
They further calculated that, even with their fastest automated tests, just to test all
of these internal state combinations would require more time than the current age of
the universe. Even that would not be a complete test of the operating system; it would
only cover all the possible data value combinations.

So, we are confronted with a big, infinite cloud of possible tests; we must select
a subset from it. One way to select tests is to wander aimlessly in the cloud of tests,
selecting at random until we run out of time. While there is a place for automated
random testing, by itself it is a poor strategy. We’ll discuss testing strategies further
in Chapter 5, but for the moment let’s look at two.

One strategy for selecting tests is risk-based testing. In risk-based testing, we
have a cross-functional team of project and product stakeholders perform a special
type of risk analysis. In this analysis, stakeholders identify risks to the quality of the
system, and assess the level of risk (often using likelihood and impact) associated
with each risk item. We focus the test effort based on the level of risk, using the level
of risk to determine the appropriate number of test cases for each risk item, and also
to sequence the test cases.

Another strategy for selecting tests is requirements-based testing. In
requirements-based testing, testers analyze the requirements specification (which
would be user stories in Agile projects) to identify test conditions. These test condi-
tions inherit the priority of the requirement or user story they derive from. We focus
the test effort based on the priority to determine the appropriate number of test cases
for each aspect, and also to sequence the test cases.

Principle 3. Early testing saves time and money

This principle tells us that we should start testing as early as possible in order to find
as many defects as possible. In addition, since the cost of finding and removing a
defect increases the longer that defect is in the system, early testing also means we
are likely to minimize the cost of removing defects.

So, the first principle tells us that we cannot find all the bugs, but rather can only
find some percentage of them. The second principle tells us that we cannot run every
possible test. The third principle tells us to start testing early. What can we conclude
when we put these three principles together?

Imagine that you have a system with 1,000 defects. Suppose we wait until the very
end of the project and run one level of testing, system test. You find and fix 90% of
the defects. That still leaves 100 defects, which presumably will escape to the cus-
tomers or users.

Instead, suppose that you start testing early and continue throughout the life
cycle. You perform requirements reviews, design reviews and code reviews. You
perform unit testing, integration testing and system testing. Suppose that, during
each test activity, you find and remove only 45% of the defects — half as effective
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Section 3 Seven Testing Principles 13

as the previous system test level. Nevertheless, at the end of the process, fewer than
30 defects remain. Even though each test activity was only 45% effective at finding
defects, the overall sequence of activities was 97% effective. Note that now we are
doing both static testing (the reviews) and dynamic testing (the running of tests at the
different test levels). This approach of starting test activities as early as possible is also
called ‘shift left’ because the test activities are no longer all done on the right-hand
side of a sequential life cycle diagram, but on the left-hand side at the beginning of
development. Although unit test execution is of course on the right side of a sequential
life cycle diagram, improving and spending more effort on unit testing early on is a
very important part of the shift left paradigm.

In addition, defects removed early cost less to remove. Further, since much of the
cost in software engineering is associated with human effort, and since the size of
a project team is relatively inflexible once that project is underway, reduced cost of
defects also means reduced duration of the project. That situation is shown graphi-
cally in Figure 1.3.

Now, this type of cumulative and highly efficient defect removal only works if each
of the test activities in the sequence is focused on different, defined objectives. If we
simply test the same test conditions over and over, we will not achieve the cumulative
effect, for reasons we will discuss in a moment.

Time Savings of Early

Defect Removal
<—

o x //,7

Defect /
Removed ,{ /

Requirements |\
Design
Code/Unit Test
Integration Test
System Test

FIGURE 1.3 Time savings of early defect removal

Principle 4. Defects cluster together

This principle relates to something we discussed previously, that relying entirely
on the testing strategy of a random walk in the infinite cloud of possible tests is
relatively weak. Defects are not randomly and uniformly distributed throughout the
software under test. Rather, defects tend to be found in clusters, with 20% (or fewer)
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14 Chapter 1 Fundamentals of testing

of the modules accounting for 80% (or more) of the defects. In other words, the
defect density of modules varies considerably. While controversy exists about why
defect clustering happens, the reality of defect clustering is well established. It was
first demonstrated in studies performed by IBM in the 1960s [Jones 2008], and is
mentioned in Myers [2011]. We continue to see evidence of defect clustering in our
work with clients.

Defect clustering is helpful to us as testers, because it provides a useful guide. If we
focus our test effort (at least in part) based on the expected (and ultimately observed)
likelihood of finding a defect in a certain area, we can make our testing more effective
and efficient, at least in terms of our objective of finding defects. Knowledge of and
predictions about defect clusters are important inputs to the risk-based testing strategy
discussed earlier. In a metaphorical way, we can imagine that bugs are social creatures
who like to hang out together in the dark corners of the software.

Principle 5. Beware of the pesticide paradox

This principle was coined by Boris Beizer [Beizer 1990]. He observed that, just as
a pesticide repeatedly sprayed on a field will kill fewer and fewer bugs each time
it is used, so too a given set of tests will eventually stop finding new defects when
re-run against a system under development or maintenance. If the tests do not pro-
vide adequate coverage, this slowdown in defect finding will result in a false level of
confidence and excessive optimism among the project team. However, the air will be
let out of the balloon once the system is released to customers and users.

Using the right test strategies is the first step towards achieving adequate coverage.
However, no strategy is perfect. You should plan to regularly review the test results
during the project, and revise the tests based on your findings. In some cases, you need
to write new and different tests to exercise different parts of the software or system.
These new tests can lead to discovery of previously unknown defect clusters, which
is a good reason not to wait until the end of the test effort to review your test results
and evaluate the adequacy of test coverage.

The pesticide paradox is important when implementing the multilevel testing dis-
cussed previously in regards to the principle of early testing. Simply repeating our
tests of the same conditions over and over will not result in good cumulative defect
detection. However, when used properly, each type and level of testing has its own
strengths and weaknesses in terms of defect detection, and collectively we can assem-
ble a very effective sequence of defect filters from them. After such a sequence of
complementary test activities, we can be confident that the coverage is adequate, and
that the remaining level of risk is acceptable.

Sometimes the pesticide paradox can work in our favour, if it is not new defects that
we are looking for. When we run automated regression tests, we are ensuring that the
software that we are testing is still working as it was before; that is, there are no new
unexpected side-effect defects that have appeared as a result of a change elsewhere.
In this case, we are pleased that we have not found any new defects.

Principle 6. Testing is context dependent

Our safety-critical clients test with a great deal of rigour and care — and cost. When
lives are at stake, we must be extremely careful to minimize the risk of undetected
defects. Our clients who release software on the web, such as e-commerce sites, or
who develop mobile apps, can take advantage of the possibility to quickly change
the software when necessary, leading to a different set of testing challenges — and
opportunities. If you tried to apply safety-critical approaches to a mobile app, you
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might put the company out of business; if you tried to apply e-commerce approaches
to safety-critical software, you could put lives in danger. So, the context of the test-
ing influences how much testing we do and how the testing is done.

Another example is the way that testing is done in an Agile project as opposed to
a sequential life cycle project. Every sprint in an Agile project includes testing of the
functionality developed in that sprint; the testing is done by everyone on the Agile
team (ideally) and the testing is done continually over the whole of development. In
sequential life cycle projects, testing may be done more formally, documented in more
detail and may be focused towards the end of the project.

Principle 7. Absence-of-errors is a fallacy

Throughout this section we have expounded the idea that a sequence of test activ-
ities, started early and targeting specific and diverse objectives and areas of the
system, can effectively and efficiently find — and help a project team to remove — a
large percentage of the defects. Surely that is all that is required to achieve project
success?

Sadly, it is not. Many systems have been built that failed in user acceptance testing
or in the marketplace, such as the initial launch of the US healthcare.gov website,
which suffered from serious performance and web access problems.

Consider desktop computer operating systems. In the 1990s, as competition
peaked for dominance of the PC operating system market, Unix and its variants had
higher levels of quality than DOS and Windows. However, 25 years on, Windows
dominates the desktop marketplace. One major reason is that Unix and its variants
were too difficult for most users in the early 1990s.

Consider a system that perfectly conforms to its requirements (if that were possi-
ble), which has been tested thoroughly and all defects found have been fixed. Surely
this would be a success, right? Wrong! If the requirements were flawed, we now have a
perfectly working wrong system. Perhaps it is hard to use, as in the previous example.
Perhaps the requirements missed some major features that users were expecting or
needed to have. Perhaps this system is quite OK, but a competitor has come out with
a competing system that is easier to use, includes the expected features and is cheaper.
Our ‘perfect’ system is not looking so good after all, even though it has effectively
‘no defects’ in terms of ‘conformance to requirements’.

1.4 TEST PROCESS

SYLLABUS LEARNING OBJECTIVES FOR 1.4 TEST

PROCESS (K2)

FL-1.4.1 Explain the impact of context on the test process (K2)

FL-1.4.2 Describe the test activities and respective tasks within the test
process (K2)

FL-1.43 Differentiate the work products that support the test process (K2)

FL-1.4.4 Explain the value of maintaining traceability between the test
basis and test work products (K2)
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In this section, we will describe the test process: tasks, activities and work products.
We will talk about the influence of context on the test process and the importance
of traceability.

In this section, there are a large number of Glossary keywords (19 in all): coverage,
test analysis, test basis, test case, test completion, test condition, test control, test
data, test design, test execution, test execution schedule, test implementation,
test monitoring, test oracle, test planning, test procedure, test suite, testware
and traceability.

In Section 1.1, we looked at the definition of testing, and identified misperceptions
about testing, including that testing is not just test execution. Certainly, test execution
is the most visible testing activity. However, effective and efficient testing requires
test approaches that are properly planned and carried out, with tests designed and
implemented to cover the proper areas of the system, executed in the right sequence
and with their results reviewed regularly. This is a process, with tasks and activities
that can be identified and need to be done, sometimes formally and other times very
informally. In this section, we will look at the test process in detail.

There is no ‘one size fits all’ test process, but testing does need to include com-
mon sets of activities, or it may not achieve its objectives. An organization may have
a test strategy where the test activities are specified, including how they are imple-
mented and when they occur within the life cycle. Another organization may have
a test strategy where test activities are not formally specified, but expertise about
test activities is shared among team members informally. The ‘right’ test process
for you is one that achieves your test objectives in the most efficient way. The best
test process for you would not be the best for another organization (and vice versa).

Simply having a defined test strategy is not enough. One of our clients recently
was a law firm that sued a company for a serious software failure. It turned out that
while the company had a written test strategy, this strategy was not aligned with
the testing best practices described in this book or the Syllabus. Further, upon close
examination of their test work products, it was clear that they had not even carried
out the strategy properly or completely. The company ended up paying a substantial
penalty for their lack of quality. So, you must consider whether your actual test activ-
ities and tasks are sufficient.

1.4.1 Test process in context

As mentioned above, there is no one right test process that applies to everyone;
each organization needs to adapt their test process depending on their context. The
factors that influence the particular test process include the following (this list is not
exhaustive):

e Software development life cycle model and project methodologies being used.
An Agile project developing mobile apps will have quite a different test process
to an organization producing medical devices such as pacemakers.

e Test levels and test types being considered; for example, a large complex project
may have several types of integration testing, with a test process reflecting that
complexity.

e® Product and project risks (the lower the risks, the less formal the process needs
to be, and vice versa).
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